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***Câu 1*** (*2 điểm*):Cho số nguyên dương N (N>1). Viết chương trình bằng C/C++ có sử dụng hàm thực hiện:

* Tìm số hoàn hảo M gần N nhất (M<N), biết rằng N=3000
* Tìm các số nguyên tố bé hơn M, liệt kê và tính tổng của chúng.

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới:  #include <iostream>  #include <math.h>  #include <vector>  #include <cstring>  #include <string>  using namespace std;  bool isPerfect(int n) {      int sum = 0;      for(int i = 1; i < n; i++) {          if(n % i == 0) {              sum += i;          }      }      if(n == sum) return true;      else return false;  }  int nearPerfect(int n) {      for(int i = n; i >= 0; i--) {          if(isPerfect(i)) return i;      }      return 0;  }  long long SieveOfEratosthenes(int n) {      vector<bool> primes(n+1, true);      for(int i = 2; i <= sqrt(n); i++) {          if(!primes[i]) continue;          for(int j = i\*i; j <= n; j += i) {              primes[j] = false;          }      }      int sum = 0;      for(int i = 2; i < primes.size(); i++) {          if(primes[i])  {              cout << i << " ";              sum += i;          }      }      return sum;  }  int main() {      int N = 3000;      int M =  nearPerfect(N);      cout << "So hoan hao gan voi 3000 nhat la: " << M << endl;      cout << endl;      cout << "Cac so nguyen to be hon " << M << " la:\n";      int sum = SieveOfEratosthenes(M);      cout << "\nTong cac so nguyen to la: " << sum << endl;      return 0;  }  **# Trả lời:** Dán kết quả thực thi vào bên dưới:  So hoan hao gan voi 3000 nhat la: 496  Cac so nguyen to be hon 496 la:  2 3 5 7 11 13 17 19 23 29 31 37 41 43 47 53 59 61 67 71 73 79 83 89 97 101 103 107 109 113 127 131 137 139 149 151 157 163 167 173 179 181 191 193 197 199 211 223 227 229 233 239 241 251 257 263 269 271 277 281 283 293 307 311 313 317 331 337 347 349 353 359 367 373 379 383 389 397 401 409 419 421 431 433 439 443 449 457 461 463 467 479 487 491  Tong cac so nguyen to la: 21037 |

***Câu 2: (****2 điểm****)*** *Cho hệ phương trình đồng dư sau*

![](data:image/x-wmf;base64,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)

* Viết chương trình C/C++ có sử dụng hàm giải hệ phương trình đồng dư trên.

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới:  #include <iostream>  #include <math.h>  #include <vector>  using namespace std;  int x, y; // Hệ số của phương trình ax + by = gcd(a, b)  /\*      Với hệ phương trình ax + my = 1      Lấy modun của m hay vế ta được:          ax % m = 1          => Khi đó x chính là nghịch đảo modun của a  \*/  int gcd; // Ước chung của a và b  // Phương pháp Euclid để tìm ước chung của 2 số đồng thời tìm hệ số x và y  void extendedEuclid(int a, int b) {      if(b == 0) {          x = 1; y = 0; gcd = a;      }      else {          extendedEuclid(b, a % b);          int temp = x;          x = y;          y = temp - (a / b) \* y;      }  }  // Phương pháp tìm nghịch đảo modulo của a mod m  int modunlarInverse(int a, int m) {      extendedEuclid(a, m); // Tìm hệ số x      return (x + m) % m; // Khi x < 0 thì trả về x + m  }  // Các phần tử trong vector M là đôi một nguyên tố cùng nhau  void input(int n, vector<int> &A, vector<int> &M) {      cout << "Nhap cac phuong trinh (a mod m): \n";      for(int i = 0; i < n; i++) {          cout << "Nhap phuong trinh so " << i + 1 << ": ";          int a, m; cin >> a >> m;          A.push\_back(a);          M.push\_back(m);      }  }  long long ChineseRemainderTheorem(int n, vector<int> A, vector<int> M) {      long long result = 0;      long long prod = 1; // Tích các m1\*m2\*...\*mn      for(int i = 0; i < n; i++) {          prod \*= M[i];      }      for(int i = 0; i < n; i++) {          long long temp = prod / M[i];          result = (result + A[i] \* temp \* modunlarInverse(temp, M[i])) % prod;      }      return result;  }  int main() {      int n;      cout << "Nhap so phuong trinh: "; cin >> n;      vector<int> A, M;      input(n, A, M);      long long prod = 1; // Tích các m1\*m2...\*mn      for(int x : M) prod \*= x;      long long result = ChineseRemainderTheorem(n, A, M);      cout << "Ket qua: x = " << result << " + k" << prod << endl;      return 0;  }  **# Trả lời:** Dán kết quả thực thi vào bên dưới:  Nhap so phuong trinh: 5  Nhap cac phuong trinh (a mod m):  Nhap phuong trinh so 1: 1 3  Nhap phuong trinh so 2: 3 5  Nhap phuong trinh so 3: 5 7  Nhap phuong trinh so 4: 7 11  Nhap phuong trinh so 5: 11 17  Ket qua: x = 9973 + k19635 |

***Câu 3*** (*3 điểm*): Cho ma trận A. Viết chương trình bằng c/c++ có sử dụng hàm thực hiện phân rã ma trận A (có hàm kiểm tra điều kiện phân rã).

1. Phân rã ![](data:image/x-wmf;base64,183GmgAAAAAAAGADoAECCQAAAADTXAEACQAAA2gBAAACAJAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKgAWADCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///8D///8gAwAAYAEAAAUAAAAJAgAAAAIFAAAAFAJgATYAHAAAAPsCwP4AAAAAAAC8AgAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAMjP7wLhQFZ3+A9cdwAAAAAEAAAALQEAAAwAAAAyCgAAAAADAAAATERMANcA5gCAAgUAAAAUAtAAowIcAAAA+wJH/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AyM/vAuFAVnf4D1x3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFQAcgGQAAAAJgYPABUBQXBwc01GQ0MBAO4AAADuAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABwREU01UNwAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghD0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAQECAgICAAIAAQEBAAMAAQAEAAAKAQAQAAAAAAAAAA8BAgCHTAACAIdEAAIAh0wAAwAcAAALAQEBAAIAg1QAAAAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQB3mAWKAAAACgAGAAAAmAWKAAAAAACo2e8CBAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)ma trận A

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới (bao gồm điều kiện của ma trận A nếu có):  Điều kiện của ma trận A:   * Ma trận phải là ma trận vuông * Ma trận đối xứng   #include<iostream>  #include<math.h>  #include<cstring>  #include <iomanip>  using namespace std;  void inputMatrix(double A[][10], int n, int m);  void outputResult(double A[][10], double D[], int n);  bool checkMatrixCholesky(double A[][10], int n, int m);  bool SymmetricalMatrix(double A[][10], int n);  void CholeskyLDL\_Decomposition(double A[][10], double L[][10], double D[], int n);  int main(){      double A[10][10];      double L[10][10];      double D[10];      int n, m;      cout << "Nhap kich thuoc ma tran: "; cin >> n >> m;      cout << "Nhap ma tran:\n";      inputMatrix(A, n, m);      if(!checkMatrixCholesky(A, n, m)){          cout << "Ma tran khong the phan ra\n";          return 0;      } else {          checkMatrixCholesky(A, n, m);          CholeskyLDL\_Decomposition(A, L, D, n);          outputResult(L, D, n);      }      return 0;  }  void inputMatrix(double A[][10], int n, int m){      for(int i = 0; i < n; i++){          for(int j = 0; j < m; j++){              cin >> A[i][j];          }      }  }  void outputResult(double A[][10], double D[], int n) {      cout << "Matrix L : \n";      cout << fixed << setprecision(3);      for(int i = 0; i < n; i++){          for(int j = 0; j < n; j++){              cout << A[i][j] << " ";          }          cout << "\n";      }      cout << "\nMatrix D : \n";      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              if(i == j)                  cout << D[i] << " ";              else                  cout << "0.00" << " ";          }          cout << "\n";      }      cout << "\nMatrix L\*: \n";      for(int i = 0; i < n; i++){          for(int j = 0; j < n; j++){              cout << A[j][i] << " ";          }          cout << "\n";      }  }  bool checkMatrixCholesky(double A[][10], int n, int m)  {      if(n != m){          return false;      }      // if(!SymmetricalMatrix(A, n)){      //     return false;      // }      return true;  }  bool SymmetricalMatrix(double A[][10], int n)  {      for(int i = 0; i < n; i++){          for(int j = 0; j < i; j++){              if(A[i][j]!= A[j][i]){                  return false;              }          }      }      return true;  }  void CholeskyLDL\_Decomposition(double A[][10], double L[][10], double D[], int n){      memset(L, 0, sizeof(double) \* 10 \* 10);      for(int j = 0; j < n; j++) {          for (int k = 0; k < j; k++) {              A[j][j] -= L[j][k] \* L[j][k] \* D[k];          }          D[j] = A[j][j];          for(int i = j + 1; i < n; i++) {              L[i][j] = A[i][j];              for(int k = 0; k < j; k++) {                  L[i][j] -= L[i][k] \* L[j][k] \* D[k];              }              L[i][j] /= D[j];          }          L[j][j] = 1;      }  }    **# Trả lời:** Dán kết quả thực thi vào bên dưới với  (sai số ):  Nhap kich thuoc ma tran: 3 3  Nhap ma tran:  1 10 11  10 2 5  11 5 3  Matrix L :  1.000 0.000 0.000  10.000 1.000 0.000  11.000 1.071 1.000  Matrix D :  1.000 0.00 0.00  0.00 -98.000 0.00  0.00 0.00 -5.500  Matrix L\*:  1.000 10.000 11.000  0.000 1.000 1.071  0.000 0.000 1.000 |

1. Phân rã **eigendecomposition** ma trận A

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới (bao gồm điều kiện của ma trận A nếu có):  Điều kiện ma trận A:   * Ma trận phải là ma trận vuông * Ma trận có đủ giá trị riêng và vector riêng * Ma trận phải khả quy   #include <iostream>  #include <iomanip>  #include <math.h>  #include <cmath>  #include <vector>  #include <algorithm>  using namespace std;  const float pi = 3.1415926535898;  #define MAX\_SIZE 4  typedef float Matrix[MAX\_SIZE][MAX\_SIZE];  Matrix A; // Ma trận ban đầu  // Vector lưu các giá trị riêng  vector<float> lamda;  Matrix P, P1; // P1 là ma trận nghịch đảo của P  Matrix D; // Ma trận chéo hóa  void inputMatrix(Matrix &A, int n) {      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              cin >> A[i][j];          }      }  }  void outputMatrix(Matrix A, int n) {      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              cout << fixed << setprecision(3) << A[i][j] << "\t";          }          cout << endl;      }  }  // C = A x B  void mulMatrix(const Matrix &a, const Matrix &b, Matrix &c, int n) {      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              c[i][j] = 0;              for(int k = 0; k < n; k++) {                  c[i][j] += a[i][k] \* b[k][j];              }          }      }  }  void copyMatrix(Matrix &a, const Matrix &b, int n) {      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              a[i][j] = b[i][j];          }      }  }  bool compareMatrix(const Matrix &a, const Matrix &b, int n) {      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              if(fabs(a[i][j] - b[i][j]) > 0.001) {                  return false;              }          }      }      return true;  }  bool inverseMatrix(const Matrix &A, Matrix &inverse, int n) {      Matrix temp;      copyMatrix(temp, A, n);      // Khởi tạo ma trận nghịch đảo là ma trận đơn vị      for (int i = 0; i < n; i++)      {          for (int j = 0; j < n; j++)              inverse[i][j] = (i == j) ? 1.0 : 0.0;      }      for (int i = 0; i < n; i++)      {          if (temp[i][i] == 0)          {              // Tìm hàng khác có phần tử ở cột i khác 0 để đổi hàng              int check = 0;              for (int j = i + 1; j < n; j++)              {                  if (temp[j][i] != 0)                  {                      for (int k = 0; k < n; k++)                      {                          swap(temp[i][k], temp[j][k]);                          swap(inverse[i][k], inverse[j][k]);                      }                      check++;                      break;                  }              }              if (check == 0)                  return false;  // Ma trận không khả nghịch          }          // Chia hàng hiện tại cho phần tử chéo chính temp[i][i] để đưa về 1          double diag = temp[i][i];          for (int j = 0; j < n; j++)          {              temp[i][j] /= diag;              inverse[i][j] /= diag;          }          // Khử các phần tử khác ở cột i          for (int j = 0; j < n; j++)          {              if (j != i)              {                  double factor = temp[j][i];                  for (int k = 0; k < n; k++)                  {                      temp[j][k] -= factor \* temp[i][k];                      inverse[j][k] -= factor \* inverse[i][k];                  }              }          }      }      return true;  // Ma trận nghịch đảo thành công  }  // giải phương trình bật 3 tổng quát  vector<float> Trigonometrical(vector<float> A, int n) {      // Các hệ số của phương trình      float a = A[0];      float b = A[1];      float c = A[2];      float d = A[3];      float delta = b\*b - 3\*a\*c;      float k = (9\*a\*b\*c - 2\*pow(b, 3) - 27\*a\*a\*d) / (2\*sqrt(abs(pow(delta, 3))));  /\*      Nếu delta > 0          Nếu |k| <= 1: phương trình có 3 nghiệm          Nếu |k| > 1: phương trình có một nghiệm duy nhất      Nếu delta = 0: Phương trình có một nghiệm bội      Nếu delta < 0: Phương trình có một nghiệm duy nhất      Trong bài toán này chỉ đề cập tới trường hợp có 3 nghiệm  \*/      vector<float> Solution;      Solution.push\_back((2\*sqrt(delta) \* cos(acos(k)/3) - b) / (3 \* a));      Solution.push\_back((2\*sqrt(delta) \* cos(acos(k)/3 - 2\*pi/3) - b) / (3 \* a));      Solution.push\_back((2\*sqrt(delta) \* cos(acos(k)/3 + 2\*pi/3) - b) / (3 \* a));      return Solution;  }  void Danhilepxki(const Matrix &A, int n) {      Matrix tmpA; // Ma trận copy từ ma trận A, biến đổi thành ma trận đồng dạng với ma trận A      copyMatrix(tmpA, A, n);      Matrix B; // B = A x M      Matrix M1, M; // M1 là ma trận nghịch đảo của M      Matrix C; // Tích các ma trận M biến đổi từ lần thứ 1->n-1      Matrix tmp;      for(int k = n - 2; k >= 0; k--) {          // Tính ma trận M và M1 (M1 là ma trận nghịch đảo của M)          for(int i = 0; i < n; i++) {              for(int j = 0; j < n; j++) {                  if(i != k) {                      if(i == j) {                          M[i][j] = 1; M1[i][j] = 1;                      } else {                          M[i][j] = 0; M1[i][j] = 0;                      }                  } else {                      M1[i][j] = tmpA[k + 1][j];                      if(j == k) {                          M[i][j] = 1/tmpA[k + 1][k];                      } else {                          M[i][j] = -tmpA[k + 1][j] / tmpA[k + 1][k];                      }                  }              }          }          mulMatrix(tmpA, M, B, n);  // B = A x M          mulMatrix(M1, B, tmpA, n); // A = M1 x B <=> tmpA = M1 x A x M            // Tính ma trận C          if(k == n - 2) {              copyMatrix(C, M, n);          } else {              mulMatrix(C, M, tmp, n);              copyMatrix(C, tmp, n); // C = C x M          }      }      // Vector lưu phương trình với nghiệm là các giá trị riêng của ma trận A      vector<float> equation;      equation.push\_back(1);      for(int i = 0; i < n; i++)          equation.push\_back(-tmpA[0][i]);      // Vector lưu các giá trị riêng      lamda = Trigonometrical(equation, n);      sort(lamda.begin(), lamda.end());      // Các vector riêng của ma trận C lưu trên các cột của ma trận tmp      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              tmp[j][i] = pow(lamda[i], n - j - 1);          }      }        // Các vector riêng của ma trận A được tính bằng cách P = C x P      mulMatrix(C, tmp, P, n);  }  // Chéo hóa ma trận  bool Diagonalization(int n) {      // Tính các giá trị riêng vector riêng của ma trận A      Danhilepxki(A, n);        // Tính ma trận chéo hóa D      for(int i = 0; i < n; i++) {          for(int j = 0; j < n; j++) {              if(i == j) {                  D[i][j] = lamda[i];              } else {                  D[i][j] = 0;              }          }      }      // Tính ma trận nghịch đảo P^-1      inverseMatrix(P, P1, n);      // Kiểm tra điều kiện A = P x D x P^-1      Matrix tmp, B;      mulMatrix(P, D, tmp, n);      mulMatrix(tmp, P1, B, n);      return compareMatrix(A, B, n);    }  int main() {      int n;      cout << "Nhap kich thuoc ma tran (nxn, n <=4): ";      cin >> n;      inputMatrix(A, n);      if(Diagonalization(n)) {          cout << "Ma tran cheo hoa thanh cong\n";          cout << "Ma tran D:\n";          outputMatrix(D, n);          cout << "Ma tran P:\n";          outputMatrix(P, n);          cout << "Ma tran nghich dao P^-1:\n";          outputMatrix(P1, n);      }      else cout << "Ma tran cheo hoa khong thanh cong\n";      Diagonalization(n);  }  **# Trả lời:** Dán kết quả thực thi vào bên dưới với  (sai số ):  Nhap kich thuoc ma tran (nxn, n <=4): 3  1 10 11  10 2 5  11 5 3  Ma tran cheo hoa thanh cong  Ma tran D:  -10.957 0.000 0.000  0.000 -2.525 0.000  0.000 0.000 19.482  Ma tran P:  -1.684 -0.003 1.086  0.914 -1.099 0.907  1.000 1.000 1.000  Ma tran nghich dao P^-1:  -0.360 0.196 0.214  -0.001 -0.498 0.453  0.362 0.302 0.333 |

***Câu 4*** (*3 điểm*): Cho ma trận A. Viết chương trình bằng c/c++ có sử dụng hàm thực hiện phân rã ma trận A bằng phương pháp SVD.

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới (bao gồm điều kiện của ma trận A nếu có):  #include <iostream>  #include <Eigen/Dense>  #include <iomanip>  #include <cmath>  using namespace std;  using namespace Eigen;  // g++ -I C:/Users/Loc/eigen "SVD.cpp" -o "SVD"  // Function declarations  void inputMatrix(double matrix[][10], int &rows, int &cols);  void displayMatrix(double matrix[][10], int row, int col);  void transposeMatrix(double source[][10], double destination[][10], int rows, int cols);  void matrixMultiplication(MatrixXd &result, double A[][10], double B[][10], int rowA, int colA, int colB);  void computeEigen(MatrixXd S, MatrixXd &eigenValues, MatrixXd &eigenVectors);  void computetSigma(MatrixXd eigenValues, double sigma[][10], int rows, int cols);  void computeU(MatrixXd eigenValues, MatrixXd eigenVectors, double U[][10], double A[][10], int rows, int cols);  void gramSchmidt(double U[][10], int rows, int cols);  void computetV(MatrixXd eigenVectors, double V[][10]);  // void orthogonalize(double U[][10], int rows, int cols);  void computeSVD(double A[][10], int rows, int cols);  void verifySVD(double A[][10], double U[][10], double sigma[][10], double Vt[][10], int rows, int cols);  int main() {      double A[10][10];      int rows, cols;      inputMatrix(A, rows, cols);      computeSVD(A, rows, cols);      return 0;  }  void inputMatrix(double matrix[][10], int &rows, int &cols) {      cout << "Nhap kich thuoc cua ma tran:" << endl;      cout << "So hang: "; cin >> rows;      cout << "So cot: "; cin >> cols;      cout << "Nhap gia tri cho ma tran A: " << endl;      for (int i = 0; i < rows; i++) {          for (int j = 0; j < cols; j++) {              cout << "A[" << i+1 << "][" << j+1 << "] = ";              cin >> matrix[i][j];          }      }  }  void displayMatrix(double matrix[][10], int row, int col) {      for (int i = 0; i < row; i++) {          for (int j = 0; j < col; j++) {              cout << setw(9) << setprecision(4) << matrix[i][j];          }          cout << endl;      }  }  void transposeMatrix(double source[][10], double destination[][10], int rows, int cols) {      for (int i = 0; i < rows; i++) {          for (int j = 0; j < cols; j++) {              destination[j][i] = source[i][j];          }      }  }  // Matrix multiplication  void matrixMultiplication(MatrixXd &result, double A[][10], double B[][10], int rowA, int colA, int colB) {      for (int i = 0; i < rowA; i++) {          for (int j = 0; j < colB; j++) {              result(i, j) = 0;              for (int k = 0; k < colA; k++) {                  result(i, j) += A[i][k] \* B[k][j];              }          }      }  }  void computeEigen(MatrixXd S, MatrixXd &eigenValues, MatrixXd &eigenVectors) {      SelfAdjointEigenSolver<MatrixXd> eigensolver(S);      eigenVectors = eigensolver.eigenvectors();      eigenValues = eigensolver.eigenvalues();      for (int i = 0; i < eigenValues.rows(); i++) {          if (eigenValues(i, 0) < 1e-6) eigenValues(i, 0) = 0;      }      for (int i = 0; i < eigenValues.rows(); i++) {          for (int j = i + 1; j < eigenValues.rows(); j++) {              if (eigenValues(j, 0) > eigenValues(i, 0)) {                  swap(eigenValues(j, 0), eigenValues(i, 0));                  for (int h = 0; h < eigenVectors.rows(); h++) {                      swap(eigenVectors(h, i), eigenVectors(h, j));                  }              }          }      }  }  void computetSigma(MatrixXd eigenValues, double sigma[][10], int rows, int cols) {      int k = 0;      for (int i = 0; i < rows; i++) {          for (int j = 0; j < cols; j++) {              sigma[i][j] = (i == j && k < eigenValues.rows()) ? sqrt(eigenValues(k++, 0)) : 0;          }      }  }  void computeU(MatrixXd eigenValues, MatrixXd eigenVectors, double U[][10], double A[][10], int rows, int cols) {      MatrixXd ui(rows, 1);      double Vi[10][10];      for (int i = 0; i < cols; i++) {          for (int j = 0; j < cols; j++) {              Vi[j][0] = eigenVectors(j, i);          }          matrixMultiplication(ui, A, Vi, rows, cols, 1);          for (int k = 0; k < rows; k++) {              U[k][i] = (eigenValues(i, 0) != 0) ? ui(k, 0) / sqrt(eigenValues(i, 0)) : 0;          }      }      if(rows > cols) {          if (rows > cols) {          MatrixXd U\_matrix(rows, cols);          for (int i = 0; i < rows; i++) {              for (int j = 0; j < cols; j++) {                  U\_matrix(i, j) = U[i][j];              }          }            MatrixXd orthogonal\_basis = U\_matrix.householderQr().householderQ();          for (int j = cols; j < rows; j++) {              for (int i = 0; i < rows; i++) {                  U[i][j] = orthogonal\_basis(i, j);                  }              }          }      } else {          gramSchmidt(U, rows, cols);      }  }  void gramSchmidt(double U[][10], int rows, int cols) {      for (int i = 0; i < cols; i++) {          for (int j = 0; j < i; j++) {              double dot\_product = 0;              for (int k = 0; k < rows; k++) {                  dot\_product += U[k][i] \* U[k][j];              }              for (int k = 0; k < rows; k++) {                  U[k][i] -= dot\_product \* U[k][j];              }          }          double norm = 0;          for (int k = 0; k < rows; k++) {              norm += U[k][i] \* U[k][i];          }          norm = sqrt(norm);          if (norm > 1e-10) {              for (int k = 0; k < rows; k++) {                  U[k][i] /= norm;              }          } else {              MatrixXd random\_vector = MatrixXd::Random(rows, 1);              for (int j = 0; j < i; j++) {                  double dot\_product = 0;                  for (int k = 0; k < rows; k++) {                      dot\_product += random\_vector(k, 0) \* U[k][j];                  }                  for (int k = 0; k < rows; k++) {                      random\_vector(k, 0) -= dot\_product \* U[k][j];                  }              }              double random\_norm = random\_vector.norm();              for (int k = 0; k < rows; k++) {                  U[k][i] = random\_vector(k, 0) / random\_norm;              }          }      }  }  // void orthogonalize(double U[][10], int rows, int cols) {  //     for (int i = cols; i < rows; i++) {  //         for (int j = 0; j < rows; j++) {  //             U[j][i] = (i == j) ? 1 : 0;  //         }  //     }  // }  void computetV(MatrixXd eigenVectors, double V[][10]) {      for (int i = 0; i < eigenVectors.rows(); i++) {          for (int j = 0; j < eigenVectors.cols(); j++) {              V[i][j] = eigenVectors(i, j);          }      }  }  void computeSVD(double A[][10], int rows, int cols) {      double At[10][10];      MatrixXd S(cols, cols), eigenValues(cols, 1), eigenVectors(cols, cols);      double sigma[10][10], U[10][10], V[10][10];      transposeMatrix(A, At, rows, cols);      matrixMultiplication(S, At, A, cols, rows, cols);      computeEigen(S, eigenValues, eigenVectors);      computeU(eigenValues, eigenVectors, U, A, rows, cols);      computetSigma(eigenValues, sigma, rows, cols);      computetV(eigenVectors, V);      cout << "Matrix U:" << endl;      displayMatrix(U, rows, rows);        cout << "Matrix Sigma:" << endl;      displayMatrix(sigma, rows, cols);        cout << "Matrix V Transposed:" << endl;      double Vt[10][10];      transposeMatrix(V, Vt, cols, cols);      displayMatrix(Vt, cols, cols);      verifySVD(A, U, sigma, Vt, rows, cols);  }  void verifySVD(double A[][10], double U[][10], double sigma[][10], double Vt[][10], int rows, int cols) {      MatrixXd Usigma(rows, cols);      MatrixXd A\_computed(rows, cols);      MatrixXd Vt\_mat(cols, cols);      matrixMultiplication(Usigma, U, sigma, rows, rows, cols);      for (int i = 0; i < cols; i++) {          for (int j = 0; j < cols; j++) {              Vt\_mat(i, j) = Vt[i][j];          }      }      A\_computed = Usigma \* Vt\_mat;      // cout << "Reconstructed matrix A from SVD:" << endl;      // for (int i = 0; i < rows; i++) {      //     for (int j = 0; j < cols; j++) {      //         cout << setw(9) << setprecision(4) << A\_computed(i, j);      //     }      //     cout << endl;      // }      bool isClose = true;      for (int i = 0; i < rows; i++) {          for (int j = 0; j < cols; j++) {              if (fabs(A[i][j] - A\_computed(i, j)) > 1e-5) {                  isClose = false;                  break;              }          }      }      if (isClose) {          cout << "Phan tich SVD chinh xac. " << endl;      } else {          cout << "Phan tich SVD khong chinh xac." << endl;      }  }  **# Trả lời:** Dán kết quả thực thi vào bên dưới với  (sai số ):  Matrix U:  0.3841 -0.8462 -0.3692  -0.7682 -0.0711 -0.6362  0.5121 0.528 -0.6774  Matrix Sigma:  13.53 0 0  0 0 0  0 0 0  Matrix V Transposed:  0.5774 0.5774 0.5774  0 -0.7071 0.7071  -0.8165 0.4082 0.4082  Phan tich SVD chinh xac. |